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# Задание на лабораторную работу

Подготовить текстовый файл, содержащий не менее 10 слов. Прочитать данные из этого файла и сформировать двусвязный список, элементы которого имеют тип STRING. Написать программу, подсчитывающую количество элементов списка, которые начинаются с того же символа, что и следующий элемент списка.

После завершения работы со списками освободите занимаемую ими динамическую память.

# Алгоритм решения задачи

1. Открываем файл;
2. Организуем цикл с условием: “Пока возможно считывание слова”.   
   Тело цикла:
3. Заносим считанное слово в список;
4. Конец цикла;
5. Считываем начало списка в переменную x;
6. Организуем цикл с условием: “Пока x не равен концу списка”.  
   Тело цикла:
7. Если первый символ поля info равен первому символу поля info следующего узла  
   то:
8. Увеличиваем счётчик;
9. Конец если;
10. Заносим в x следующий узел;
11. Конец цикла;
12. Выводим результат счётчика;
13. Чистим память

# Листинг программы

**Для main.cpp:**

#include <iostream>

#include <locale.h>

#include <fstream>

#include "ListLogic.cpp"

using namespace std;

using namespace myTask;

int main()

{

setlocale(LC\_ALL, "rus");

MyList list;

ifstream f("File.txt");

if (f.is\_open())

{

string str;

while (f >> str)

{

list.insertEnd(str);

}

Node\* x = list.head;

int count = 0;

while (x!=list.tail)

{

if ((\*x).info[0] == (\*(\*x).next).info[0])

{

count++;

}

x = (\*x).next;

}

cout << count << endl;

}

else

{

cout << "error" << endl;

}

system("pause");

return 0;

}

**Для ListLogic.cpp:**

#include <iostream>

#include <string>

using namespace std;

namespace myTask

{

struct Node

{

string info;

Node\* next;

Node\* last;

};

class MyList

{

public:

//Голова и хвост

Node\* head;

Node\* tail;

//Инициализация

MyList()

{

head = NULL;

tail = NULL;

}

~MyList()

{

Node\* x = head;

while (x)

{

Node\* next = (\*x).next;

(\*x).info = "";

(\*x).last = NULL;

(\*x).next = NULL;

x = next; }

}

//Функция вставки перед узлом

void insertBefore(Node\* node, string newData)

{

Node\* newNode = new Node;

(\*newNode).info = newData;

(\*newNode).next = node;

if ((\*node).last)

{

(\*newNode).last = (\*node).last;

(\*(\*node).last).next = newNode;

}

else

{

(\*newNode).last = NULL;

head = newNode;

}

(\*node).last = newNode;

}

//Функция вставки после узла

void insertAfter(Node\* node, string newData)

{

Node\* newNode = new Node;

(\*newNode).info = newData;

(\*newNode).last = node;

if ((\*node).next)

{

(\*newNode).next = (\*node).next;

(\*(\*node).next).last = newNode;

}

else

{

(\*newNode).next = NULL;

tail = newNode;

}

(\*node).next = newNode;

}

//Функция вставки узла в начало, возможно пустого списка

void insertBeginning(string newData)

{

if (head)

{

insertBefore(head, newData);

}

else

{

head = new Node;

(\*head).info = newData;

(\*head).next = NULL;

(\*head).last = NULL;

tail = head;

}

}

//Функция вставки узла в конец

void insertEnd(string newData)

{

if (tail)

{

insertAfter(tail, newData);

}

else

{

insertBeginning(newData);

}

}

//Функция поиска(с начала) элемента из списка

Node\* findAtStart(string data)

{

Node\* answer = head;

while (answer)

{

if ((\*answer).info == data)

{

return answer;

}

answer = (\*answer).next;

}

cout << "Элемент не найден";

exit(EXIT\_FAILURE);

}

//Функция поиска(с конца) элемента из списка

Node\* findAtEnd(string data)

{

Node\* answer = tail;

while (answer)

{

if ((\*answer).info == data)

{

return answer;

}

answer = (\*answer).last;

}

cout << "Элемент не найден";

exit(EXIT\_FAILURE);

}

//Функция взятия из списка

string remove(string data)

{

Node\* node = findAtStart(data);

if (node == head)

{

if ((\*node).next)

{

head = (\*node).next;

(\*head).last = NULL;

string out = (\*node).info;

delete[] node;

return out;

}

else

{

head = NULL;

tail = NULL;

string out = (\*node).info;

delete[] node;

return out;

}

}

else

{

if (node == tail)

{

if ((\*node).last)

{

tail = (\*node).last;

(\*tail).next = NULL;

string out = (\*node).info;

delete[] node;

return out;

}

else

{

head = NULL;

tail = NULL;

string out = (\*node).info;

delete[] node;

return out;

}

}

else

{

(\*(\*node).last).next = (\*node).next;

(\*(\*node).next).last = (\*node).last;

string out = (\*node).info;

delete[] node;

return out;

}

}

}

//Функция взятия из списка (первого)

string remove()

{

Node\* node = head;

if (node)

{

if ((\*node).next)

{

head = (\*node).next;

(\*head).last = NULL;

string out = (\*node).info;

delete[] node;

return out;

}

else

{

head = NULL;

tail = NULL;

string out = (\*node).info;

delete[] node;

return out;

}

}

else

{

return NULL;

}

}

};

}

# Пример решения
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Рисунок 4.1 - Результат выполнения программы

![](data:image/png;base64,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)

Рисунок 4.2 - Входные данные

# Вывод

 Я изучил принципы работы со структурой данных список и его преимущество перед простыми массивами.